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ABSTRACT

Network hardware faults are inevitable in massive scale-out
ML training clusters. Networks in such systems are inher-
ently designed for resiliency, routing around faulty compo-
nents as long as a fault is detected. Unfortunately, some silent
faults evade detection. Notably, the effects of silent faults
are amplified in modern production networks that deploy
per-packet load balancing, because packets of a single flow
traverse many network paths, making such faults particu-
larly hard to localize.

We present FlowPulse, the first system for rapid, low-
overhead detection of silent network faults in per-packet
spraying networks. Our key insight is that distributed train-
ing workloads induce predictable traffic patterns in the switch
ports we refer to as a temporal symmetry. This symmetry
emerges even in the presence of known faults, and can be
modeled analytically or learned from the traffic. FlowPulse
detects new network faults of training tasks by identifying
subtle deviations from the expected temporal symmetry on
each switch during collective communications, all without
any inter-switch coordination or probing overheads. Our pre-
liminary results show that FlowPulse is effective in detecting
silent faults in a variety of realistic settings, topologies and
fault patterns. For example, FlowPulse identifies a single
faulty link with 1.5% corruption rate by checking temporal
symmetry in a full two-level fat tree topology with 32 leaf
switches while performing Ring-AllReduce on all nodes.
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1 INTRODUCTION

Backend networks dedicated to inter-GPU communications
have reached unprecedented scales [14, 43], supporting large-
scale distributed tasks on hundreds of thousands of nodes.
The sheer number of components in a system of such scale
makes networking hardware faults the norm. Faults include
link flaps, bit corruption errors, NIC and switch malfunc-
tions. All result in unexpected packet drops and the con-
sequent degradation of network performance [14, 32]. Un-
fortunately, the bulk-synchronous nature of training work-
loads [14, 15, 27] makes them highly susceptible to network
faults, as individual flows affected by faults dictate the per-
formance of the entire application [20, 45].

At the same time, traditional data center networks using
Equal Cost Multi Path (ECMP) flow-level load balancing [19,
40] perform poorly for distributed training due to low flow
entropy and flow collisions [14]. This issue brought renewed
interest in adaptive per-packet spraying (APS) load balancing
strategies where switches forward or spray packets across
all available upstream paths toward the destination leaf [8].
A spraying algorithm may forward to random ports [12]
or employ more sophisticated adaptive strategies, such as
selecting the least congested port [16].

APS in non-blocking Clos topologies has near-optimal
performance with low latency under high demand [4, 16, 25,
29]. It has long been the design choice for Infiniband net-
works [42], and recently for the Cornelis Omni-Path Express
networking solution [30]. Nowadays, APS is increasingly
deployed in Ethernet backend networks by NVIDIA [9, 34],
Cisco [22], and Broadcom [24].
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When it comes to network faults, however, APS is a double-
edged sword: even one faulty link affects many network
flows. For example, consider a full 2-level non-blocking fat
tree with switches of radix 64. A single noisy spine-to-leaf
link (0.05% of all links) affects all sizable flows forwarded to
that leaf, corrupting about 3% of packets in each flow which
dramatically increases their completion times.

It is thus critical to quickly detect, localize, and disable
faulty components by excluding them from routing. Faulty
links are routinely removed by the switch OS [13] when a
port signals the fault, or when it is reflected in switch coun-
ters [31]. Unfortunately, some faults are silent. Thus, they
cause sudden performance degradation without any clear
sign in switch telemetry counters. Moreover, the counters
themselves might be incorrect because of a hardware fault.
For example, switch memory corruption of the FIB [21, 46]
can create a transient routing black hole where all packets
are silently dropped.

Existing techniques to detect silent faults are not suit-
able for large-scale APS networks. Each fault affects many
flows, and each flow traverses many paths. Debugging a
slowdown requires to trace packets across all paths to figure
out which specific path had the fault. End-to-end probes,
as in Pingmesh [18], indeed check all paths in the network.
However, hardware faults often appear only under high load
(common during ML communication), and executing a large
number of probes in a loaded network imposes prohibitively
large overheads. Alternatively, there are proposals to ag-
gregate switch counters at a central location to detect in-
consistencies across switches to cope with unreliable coun-
ters [35, 46]. Centralized aggregation, however, comes with
significant communication and synchronization overheads
proportional to the frequency of updates and network size,
thus it is slow to react and does not scale.

APS networks have a unique property that brings faults to
the surface. Without network faults, these networks exhibit
spatial symmetry: non-leaf switches should have nearly equal
load. Hence, unequal load among a leaf switch’s downstream
links from spines is a sign of a fault. Unfortunately, real large-
scale networks always have some disabled links: links can fail
at any time and are only replaced at specific maintenance
windows [41]. As a result, pre-existing faulty links break
spatial symmetry, diminishing the utility of this strategy in
detecting new faults.

We present FlowPulse, a novel system for rapid, low-
overhead detection of silent faults in APS networks. Our
key insight is that when running distributed ML training,
APS networks exhibit another form of symmetry: per-port
temporal symmetry. ML training has repetitive communica-
tion pattern, e.g., running an identical AllReduce collective
at each training iteration. Assume the collective runs exclu-
sively in a non-blocking lossless network.
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Then, the total amount of packets traversing via downstream
leaf switch ports from the spines in each AllReduce instance
should be nearly the same, as long as no new faults occur in
the network (§4). Thus, we use temporal symmetry to detect
new faults even in a network with preexisting faults: each
new fault changes the flow distribution through the links. Im-
portantly, temporal symmetry is not sensitive to jitter among
participating nodes for linear ring topologies. Moreover, it
can be checked within switches, without coordination, or
centralized aggregation.

We make the following contributions:
Per-Link Load Model: FlowPulse builds a per-link load
model that estimates the expected amount of data received
via each spine-to-leaf downstream port during AllReduce
or similar reduction collective executed on a given set of
nodes. This model takes into account both the known net-
work faults obtained from each switch’s routing table and the
observed traffic matrix from initial training iterations. We
explore multiple prediction methods, including analytical,
simulation-based and learning.
A System for Continuous Monitoring of Silent Faults:
FlowPulse continuously monitors the network for silent link
faults using the per-link load model defined above. Each leaf
switch collects the amount of data received by a leaf from
the spines during the specifically marked and prioritized
collective, and detects deviations from the model predictions
independently of other switches.
Simulation and Evaluation: We evaluate FlowPulse in
a 2-level non-blocking fat-tree topology with 16 spine and
32 leaf switches, running a 31-stage Ring-AllReduce in a
lossless Ethernet network. FlowPulse reliably detects both
full and partial link faults, even when a fault affects as little
as 1% of the link’s traffic. We evaluate a range of conditions,
including varying switch radixes, initial fault counts, and
collective sizes, and show that FlowPulse achieves precise,
instantaneous detection without injecting additional traffic
or relying on centralized telemetry collection.

2 BACKGROUND

Backend ML training networks. We focus on scale-out back-
end networks connecting 10k — 100k GPUs [14], optimized
for distributed ML training tasks spanning a large portion of
the nodes [3].

There are many approaches to build backend networks [14,
32, 48]. In this paper we focus on the Ethernet architecture
used in large-scale deployments in some of the largest ML
training clusters by NVIDIA [37], and increasingly adopted
by other hardware vendors [22, 24]. It shares many traits
with other Ethernet deployments, but differs in its use of
APS as we summarize below.
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e Topology: Non-blocking two- or three-level fat tree. Non-
blocking topology [32, 34, 48] is often used for flexible al-
locations of compute resources while guaranteeing nearly
identical network performance in any allocation.

e Linklayer: Load balancing via Adaptive Per-packet Spray-
ing (APS) over upstream topology links, selecting the least
loaded switch port. Downstream paths are not sprayed.
Switches use lossless queues with the link-layer Priority
Flow Control (PFC) [8].

e Transport: RoCE with out-of-order writes. Some deploy-
ments disable congestion control [14, 48], relying on the
congestion-aware collectives and a link-layer PFC.

e Workloads: Each NIC is associated with a single GPU
running a single task, communicating predominantly via
collective operations, such as AllReduce. Collectives are
co-optimized with hardware, network topology and con-
gestion control [11].

Scale-out in ML training. Data-parallel execution is com-
monly used to scale training tasks to tens of thousands of
nodes. It requires aggregation of gradients across all replicas
in each iteration, and thus exhibits highly repetitive traffic
patterns. Other types of parallelism split the execution of
individual replicas across multiple nodes, but each such node
also participates in its own data-parallel collective.

Reduction collectives, such as AllReduce and ReduceScat-
ter, are the main communication primitives of data-parallel
training implemented in libraries such as NCCL [11]. They
are optimized for different topologies and scales. In particu-
lar, they are often implemented as a pipeline over a virtual
ring, thus achieving optimal communication bandwidth.

3 RELATED WORK

Existing fault detection systems use path probing [18, 23,
39, 44, 47], rely on the control-plane for information [1, 2,
33], or centralized data aggregation [28, 38, 46]. While these
methods are effective for detecting certain classes of faults,
they struggle to detect silent faults.

Path probing techniques can detect silently failed links
and black holes [18, 39], yet they introduce additional load
on the network. Faults typically impact traffic during peak
usage periods, when there is no bandwidth available for
probe traffic [32]. Additionally, elevated bit error rates are
more likely to affect large flows, making such faults difficult
to detect using small probe packets [44].

Control-plane-based systems focus on verifying configu-
ration correctness [1, 2, 33], but cannot detect hardware or
software faults in transceivers or switches, which are often
sporadic and not reflected in configuration state. Silent faults
are challenging, as they typically do not manifest in switch
counters [46]. Some systems address this by comparing be-
havior across switches or sampling counters synchronously
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to detect inconsistencies [38]. As such faults impact applica-
tion performance, some approaches leverage end-host met-
rics to detect and localize performance-impacting issues [35].
This method identifies network asymmetries and treats them
as a fault indication. However, in large networks faults are
always present. This persistent background noise makes it
difficult to distinguish meaningful signals. As a result, this
approach does not scale well to such environments.

FlowPulse overcomes these limitations by using switches
to monitor patterns in the existing traffic without additional
probes. By comparing the observed traffic distribution with
the expected patterns of ML training workloads, FlowPulse
can detect subtle performance anomalies. We leverage tem-
poral symmetry as described next.

4 TEMPORAL SYMMETRY

ML training workloads are highly repetitive. Specifically,
in large-scale parallel training with data parallelism, a re-
duction collective such as AllReduce must be run in each
training iteration to compute and distribute the gradients.
This AllReduce can span thousands of nodes, and can be tens
to hundreds of megabytes [14], or even gigabytes per layer
in the case of recent large language models [17]. During each
iteration of AllReduce, the set of communicating nodes, as
well as the amount of data transferred between each pair, is
the same.

When combined with APS load balancing, and under the
same network faults, this periodic workload creates temporal
symmetry in the amount of data traversing each link. Namely,
APS ensures that, in an empty network, the collective will
have its packets distributed across all valid paths, resulting in
nearly the same per-switch-port load during every training
iteration. Note that temporal symmetry applies individually
to each link over time, and is thus different from spatial sym-
metry. Links from two different spines to the same leaf node
may see different traffic levels due to pre-existing faults in
the network. Still, as long as the set of faults does not change,
and the workload is precisely the same, each individual link is
traversed by the same volume of traffic during each instance
of the collective in every iteration.

Because temporal symmetry relies on an identical work-
load during each iteration, care must be taken to address
jitter. Prior to each collective, some nodes may experience
longer computation times, resulting in straggler nodes that
begin the collective after other nodes. Different nodes may
become stragglers during different iterations, creating slight
temporal variations in the workload.

First, we note that the metric of the total volume of traffic
traversing each port over the course of each collective itera-
tion is more resilient to jitter than, e.g., maximum through-
put, so the symmetry is defined in terms of the data volume.
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Second, we observe that when each leaf switch hosts a
single source and/or destination node, jitter does not affect
the traffic distribution across spines because the spraying is
performed in the leaf. Thus, consistent measurements can
be performed in the presence of jitter if this condition is met.
This single-source/single-destination per leaf condition holds
for Ring-AllReduce collectives. However we also discuss how
to support more general communication patterns.

5 DESIGN

FlowPulse leverages temporal symmetry to achieve in-switch,
coordination-free detection of network faults. Specifically,
it verifies temporal symmetry at the leaf switches, on the
ingress ports from spines. These links are chosen because
they are late in the path, meaning that they will reflect faults
along almost the entire path. Further, in a 2-level fat tree
these link can only be reached via a single path from each
sender, meaning that they can be used to help localize faults.

As an ML training task begins, FlowPulse predicts the
data volume that should traverse each of these ports during
each iteration of the reduction collective. Deviation from this
prediction beyond a detection threshold indicates that a fault
has occurred in the network. Leaf switches autonomously
detect the communication topology used for the collective,
detect the beginning and end of each iteration of the col-
lective, and compare the flow observed at each port to the
prediction to detect faults, as discussed in detail below. This
is accomplished using programmable switches, which have
become prevalent in training clusters [7].

There are three major components to FlowPulse’s de-
sign: measuring the traffic during each iteration of the data-
parallel all-reduce, predicting the amount of traffic traversing
each leaf ingress port over the course of the collective, and
detecting faults based on deviations from the prediction.

5.1 Measuring a collective

To measure the traffic volume traversing each port during a
collective, network switches must be able to detect when the
collective is running, and determine which packets belong
to the collective. This can be accomplished through minor
modifications to the communications library, for example
the NVIDIA Common Collectives Library (NCCL) [11]. We
propose to tag the packets of the AllReduce collective with
a flow_id that combines a sentinel value with the iteration
number. This provides switches with precise information
about which traffic to measure without any additional com-
munication overhead or messaging via the control plane [6].
It also allows switches to detect when the first iteration of
a new training task has started, allowing baseline measure-
ments to be taken as part of the load prediction computations.
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Handling background traffic, stragglers and jitter. Flow-
Pulse only measures a single collective per iteration. To en-
sure that the packet spraying logic is not influenced by back-
ground network traffic, we prioritize the target flows in the
network, by assigning higher traffic priority to the packets of
the collective used for the measurements. This prioritization
isolates the collective while maintaining the original load
experienced during training by switch hardware units. This
is necessary, as background flows impose additional, unac-
counted, load on the switch and naturally alter the packet
spraying pattern of the previous instance of the collective.

The temporal symmetry assumption holds when aggregat-
ing traffic volumes over a collective even when the senders
are not perfectly synchronized, e.g., in the case of stragglers.
FlowPulse is oblivious to stragglers. It considers a collective
as finished at the start of the next iteration. All communica-
tions of the prior training iteration must be completed at this
point by construction of synchronous data-parallel training.

Another challenge emerges in an asymmetric network
when senders at the same leaf switch target multiple non-
local destinations, i.e., destinations outside of that switch. If
there is jitter in the start of the collective by each sender, and
it is inconsistent across iterations, the switch uplink queues
may experience different occupancy across asymmetric net-
work paths, As a result, the load distribution across these
ports will differ between iterations, breaking FlowPulse’s
core assumptions.

FlowPulse only measures the behavior of a single non-
local flow leaving the leaf switch to cope with this problem.
In practice, the Ring-AllReduce collective which we use as
the basis for our measurements often naturally has this single
non-local destination per leaf per collective property. This is
because collectives are optimized for network topology to
ensure local communications within the leaf if possible; local
communications in the nodes under the same leaf are not
forwarded to the spine; and in a ring, only one node outside
the leaf serves as a source and another node as a destination.

We believe, this approach can be extended beyond Ring-
AllReduce. For example, we may select a subset of flows from
the collective representing each leaf switch once as a sender,
and once as a receiver. These flows are run at a high priority
and are the only flows used for verifying temporal symmetry.

5.2 Load prediction

We consider three methods for load prediction: an analytical
model, network simulations, and load observation.

Analytical prediction. The analytical model uses applica-
tion level knowledge about the collective size and imple-
mentation to calculate the per-port load in an optimally
load-balanced network. The application knows which nodes
will communicate over the course of the collective, as well as
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Figure 1: FlowPulse overview: we use the network connectivity and the collective’s demand to predict per-link
data volume in the downstream leaf-spine link at each leaf( §5.2). Leaf switches record the actual data volume and
compare with the predicted values (§5.3). Deviation beyond a threshold is considered a fault.
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Figure 2: Analytical prediction matches the simulation
for a single flow.

how much data each pair will send. This anticipated demand
is shared with the network switches, or measured directly
in the first iterations. The switches compute the predictions
in the control plane.

In a fault-free network, the traffic sent by each source-
destination pair will be evenly load-balanced across all spine
switches. However, if a preexisting fault affects the link be-
tween the source and a given spine, or between the destina-
tion and a given spine, then that spine will not be used by that
source-destination pair. Instead, the traffic will be balanced
across the remaining spines. If a given source-destination
pair is expected to send d bytes, f spines have failed links
to either the source or destination, and there are s total
spines, then each remaining spine is traversed by d/(s — f)
bytes. This data also traverses the links between these spines
and the leaf switch corresponding to the destination node.
Adding up the contributions from each source-destination
pair whose destination corresponds to a given leaf switch
is all that is needed to predict the load on each of the leaf
switch’s ingress ports from spines.

Fig. 2 shows close agreement between the load predicted
by our analytical model and the actual load observed in a
network simulated in ns-3 [5]. The setup is described in §6.

Simulation-based model. To achieve higher prediction fi-
delity, the expected per-port load can be taken from a sim-
ulation of the network. This allows FlowPulse to exactly
incorporate knowledge about known faults (including gray
faults), the exact load-balancing algorithms used, and other

2

3 4

Collective Iteration

Figure 3: Learning-based prediction model update.
FlowPulse learns an improved baseline after transient
fault recovery.

implementation details about the network into the predic-
tion. While a simulation yields the highest fidelity, significant
time and computation resources must be spent running the
simulation before every training job.

Learning. It is also possible to learn the expected load on
each port by simply measuring the load during the first iter-
ations of the collective. One caveat is that a transient fault
may exist during the first iterations, but disappear thereafter.
When a fault heals, the load observed on all ports re-balances
more evenly. When FlowPulse observes this behavior, it re-
places the baseline measurement with a new measurement
reflecting the improved network state. Fig. 3 shows how this
correction occurs when the expected load after a fault is
recovered.

5.3 Identifying faults

Detection. Every leaf switch counts the data volume re-
ceived at each ingress port from spines during each collective
iteration. At the end of each iteration (i.e., at the beginning
of a new one following our detection technique), the switch
compares the observations against the model prediction. If
the discrepancy exceeds a predefined threshold, the switch
declares a fault and alert the network operator.

FlowPulse uses a detection threshold of 1%. We observe (§6)
that this threshold is high enough to avoid false positives
due to variations in packet spraying, but low enough to still
detect intermittent faults.
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Figure 4: Faults can be localized by comparing data
from two sending leaves. When traffic from a sender is
received on one link, but not the other, the receiving
switch infers a failure on the remote link to the sender.

Localization. Once a fault is detected, FlowPulse attempts
to localize it. Reduced traffic at a given ingress port can
indicate either a fault on the local link between that port
and the corresponding spine switch, or a fault on a remote
link between a different leaf switch and the spine switch.
To distinguish these cases, FlowPulse compares the traffic
volumes received from different senders over the given port.
If traffic from all senders is equally affected, the local link
is marked as failed. However, if only one sender is affected,
the link between the spine switch and the leaf switch of the
sender is marked as failed.

For example, in Fig. 4, the link between L1 and S1 is failed,
and L2 detects reduced traffic in the ingress port from S1.
Since it still receives the expected amount of traffic from L3
through this port, it can deduce that the failed link is the
remote link between L1 and S1, rather than the local link
between L2 and S1.

6 EVALUATION

We evaluate FlowPulse’s accuracy in several network and
workload conditions using NS-3 [5] simulations. We vary
collective sizes, fault probability, switch radix, and numbers
of pre-existing faults.

Experimental setup. Unless stated otherwise, we use
a non-blocking 2-level fat tree with 32 leaf and 16 spine
switches. We implement a simple transport tolerant to re-
ordering, mimicking the current RoCE NICs [6], without con-
gestion control. The network is lossless, but packet losses due
to injected faults are detected via a retransmission timeout of
5pusec. To inject new faults, we configure a single leaf-spine
link to drop packets at a set rate. The links with pre-existing
faults are disconnected. We report false positive/negative
rates when using the analytical model for predictions §5.2.

We run a single Ring-AllReduce collective, where each
leaf is connected to a single end-host that serves as both a
receiver and a sender. The traffic is non-blocking.

Setting the classification threshold. Fig. 5(a) shows the
Residual Operating Curve (RoC) of the classifier for different
fault detection thresholds and various packet drop rates on
the faulty link. We observe that FlowPulse achieves perfect
accuracy with a detection threshold of 1% for > 1.5% packets
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dropped per link. For lower drop rates the classifier becomes
less effective. We note that the threshold is set empirically
in a given network when calibrating the system, but intend
providing an analytical way to configure it in the future.

Varying switch radix. Networks with higher switch
radix balance the traffic across more paths, so the fault im-
pact on each flow is amortized across all of them. As a result,
detecting faults becomes more challenging as the deviations
from the expected values are smaller. For example, Fig. 5(b)
shows that FlowPulse cannot detect the fault with the drop
rate of 0.8% for radix 32, but works well for radix 16. However,
it also means that the application performance in higher-
radix networks is impacted less by such faults, so detecting
them becomes less critical.

Varying collective size. Fig. 5(c) shows the effect of the
size of the collective on FlowPulse accuracy. Larger collec-
tives send more packets, resulting in higher Signal-to-Noise
ratio when measuring the per-port load and better accuracy.
Fortunately, a typical AllReduce collectives in large LLMs
reach GBs in size [17], well beyond the amount needed for
FlowPulse to achieve high accuracy.

Effect of pre-existing faults. FlowPulse detects new
faults even when known faults already exist. As the model
takes these faults into account, we observe perfect classifica-
tion for new faults that drop > 2.5% of packets or more.

7 DISCUSSION AND FUTURE WORK

FlowPulse makes assumptions about network and workload.
While some are inherent to the design, others may be allevi-
ated to generalize the solution.

Inherent Limitations. FlowPulse leverages temporal sym-
metry, which arises from the combination of APS and regular
collectives found in ML training. It cannot generalize to con-
texts which do not exhibit this symmetry. In particular, it is
a poor fit for classical datacenter networks, where the traffic
matrix is unpredictable and packet spraying is rarely used.

Network Topology. We currently focus on non-blocking
two-level Clos topologies. FlowPulse could extend to other
topologies by deploying FlowPulse at both leaf and spine
levels to monitor spine-leaf and core-spine links respectively.
We leave this to be explored in future work.

Blocking Networks. While the topology may be non-blocking,
permanent faults can cause congestion. FlowPulse mitigates
this by prioritizing the measured collective, as a single data-
parallel AllReduce under-utilizes the network [14, 36]. Flow-
Pulse supports blocking networks if the prioritized, measured
workload does not experience queuing, but future work will
consider congestion control as well.
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Figure 5: FlowPulse accuracy analysis. FPR/FNR - False Positive/Negative Rate

Parallel Jobs. Clusters are rarely utilized by a single job.
Instead, multiple independent jobs are scheduled simulta-
neously, sharing the network [26]. Parallel jobs may use
different collective sizes and communicate between differ-
ent nodes, complicating the predication of the traffic matrix.
However, limiting the traffic accounting to a single collective
and prioritizing it in the network for performance isolation,
allows FlowPulse to be used in multi-job clusters.

Parallel Links. Networks often use parallel links between
switches to increase bandwidth [10]. A single failed parallel
link reduces bandwidth, but remaining links can still reach
the same set of hosts. Thus, FlowPulse treats these links
as independent, effectively splitting the spine into virtual
switches if traffic is evenly balanced. Alternatively, the model
could be extended to support per-link weights.

Fault Types. While we evaluated only transient link faults
and packet loss, we believe that FlowPulse can detect most
gray faults. These faults often manifest as drops, which is
exactly the metric FlowPulse detects. Corrupted packets are
dropped in the switches if the bit error cannot be corrected;
black holes affect only specific paths. Faults that are too short
or that impact less than 1.5% of packets traversing a given
path are still undetectable with FlowPulse. Abnormal but
correctable bit errors are also undetectable by FlowPulse, as
they do not cause packet drops, yet they typically do appear
in switch error counters.

Stragglers and Jitter. Our current handling of inconsistent
jitter between senders in a collective (§5.1) forces us to only
consider one non-local sender per a leaf switch. While in
practice it is not a significant limitation for locality-optimized
ring-based collectives, we seek to alleviate it in the future. In
fact, in our initial experiments we observed that jitter did not
have measurable effect on the expected load balance across
egress ports because of the large number of available paths.
More investigation is necessary to estimate the effect of the
jitter on the precision of our fault detector.

Beyond reduction collectives. FlowPulse relies on the knowl-
edge of the demand matrix to compute the expected switch
traffic volume. This requirement is easily satisfiable for the
AllReduce collectives run as part of data parallel execution.
In this case, the demand matrix is the same across all iter-
ations, thus allowing computation of the expected traffic
volume in advance. We plan to extend FlowPulse to support
other collectives such as AlltoAll with a dynamic demand
matrix, to be able to monitor failures in more complex com-
munication patterns used in other types of parallelism such
as expert parallelism. This requires extracting the demand
matrix, recomputing the expected load for the new demand,
and updating the switches with the new set of thresholds.
Doing this in a scalable and resource-efficient way is our
ongoing work.

8 CONCLUSIONS

FlowPulse passively detects network fault in ML training
clusters. It leverages temporal symmetry in packet-sprayed
networks periodically running distributed collectives. Our
preliminary results show that a packet drop rate of 1% in a
single link suffice to detect silent faults with a high accuracy.
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